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I. Algorithm design of DCRM 

 

Distributed Private Key Control realizes the generation of public-private key pairs and addresses 

and the transaction signatures on the target blockchain in a distributed manner through several nodes 

and according to digital signature algorithms adopted by the target blockchain, thus realizing the 

control and management of accounts and assets on the target blockchain in a distributed manner.  

Such a technical route enables DCRM to be compatible with as many digital assets controlled by 

encryption algorithms as possible, whether these digital assets are generated on a centralized or 

decentralized basis. Through supporting a signature algorithm with DCRM, a series of encrypted 

digital assets with the same signature algorithm can be controlled and managed. 

At present, most (over 80%) of encrypted digital currencies adopt the same ECDSA [JMV01] 

signature algorithm as Bitcoin and Ethereum, so DCRM first chooses to implement support for 

ECDSA signature algorithm. In addition, some encryption currencies use different signature 

algorithms, such as Stellar's Ed25519 signature algorithm [JL17], and Schnorr's signature algorithm 
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[S89]. The new signature algorithms will be studied and supported in the next phase of DCRM’s 

development plan.  

Next, we will introduce the threshold DSA signature scheme supported by DCRM in a  distrib-

uted manner and its implementation scheme. 

 

1.1 Overview of threshold DSA signature schemes 

This scheme describes how the 𝑘  nodes can safely cooperate to generate DSA signatures 

without a trusted third party. The parameter t in the scheme is the privacy threshold, even if the 

attacker controls  𝑡  nodes, he can not forge a legitimate signature; if he wants to restore a legitimate 

signature, at least 𝑡 + 1 nodes need to cooperate. 

To facilitate understanding and modular programming, several basic cryptographic schemes, 

such as Cramer-Shoup encryption [CS98], ElGamal encryption [G84] and Paillier encryption [P99], 

and a series of zero-knowledge proof protocols [BFM88] are at the end of paper. These zero-

knowledge proof protocols ensure the security and reliability of the scheme. 

In order to ensure the high security of the communication process, the scheme suggests adopt-

ing data encapsulation technology to encrypt the communication data in a mixed way to protect 

the privacy of the data. In the one-to-one communication scenario, AES128 [DR02] symmetric 

encryption algorithm is proposed to implement data encapsulation mechanism (DEM), and 

Cramer-Shoup (CS) asymmetric encryption algorithm is proposed to implement key encapsulation 

mechanism (KEM). In the one-to-many communication scenario (that is, broadcast form), we 

adopt random multiplexing encryption scheme (RR-MRES) , and use CS encryption algorithm to 

instantiate it into an efficient KEM method. Because many times of communications are involved 

in the scheme, we will not elaborate on when to adopt encapsulation technology in the following 

procedures. It is  tacitly approved that the one-to-one communication adopts AES128 + CS for 

encapsulation, and the broadcast communication adopts AES128 + CS-RR-MRES for 

encapsulation. 

The threshold digital signature scheme has three stages: initialization, distributed key 

generation and threshold signature generation. The specific protocols and algorithms will be 

described in detail in sections. 
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1.2 Scheme design in the initialization stage  

The public parameters of DSA signature scheme and the public information contained in the 

trapdoor commitment scheme [CommitmentWiki] are mainly produced in this stage. The specific 

steps of the work in the initialization phase are: 

1) generate a multiplicative cyclic group 𝐺 generated by generator  g  with the order of   𝑞  , 

which regards (𝐺, g, 𝑞) as a common parameter. 

a) randomly select the primary public key  ℎ𝑐 ∈ 𝐺, and in the specific implementation, choose 

the hash value mapping on specific public information to avoid questioning on the integrity. 

b) randomly select 𝑒 ∈ 𝑍𝑞 as the public information for an independent commitment scheme 

(the hash value for specific public information may be selected for implementation), and publicize 

(𝐺, g, 𝑞) and (ℎ𝑐, 𝑒). 

 

1.3 Scheme design for generation of distributed private key  

The scheme of generation of distributed private key describes how to generate a signature 

key pair in a distributed manner among all nodes, wherein  y is public, but x is distributed in each 

node  𝑃𝑖  in the form of shared value  𝑥𝑖  , and broadcast  𝛼𝑖 = 𝐸(𝑥𝑖) in the network during the pro-

cess. The generation scheme of distributed key is divided into two stages. First, generate the pub-

lic-private key pairs (𝑁, 𝑑) of the threshold Paillier encryption scheme [HMRT12] in a decentral-

ized and distributed manner, and then generate the ECDSA private key pairs in a distributed man-

ner. 

 

1.4 Scheme design of threshold digital signature  

The signature generation scheme is implemented in the case of input of  m and success of 

generating the distributed Paillier private key [GGN16]. Here, we assume that if  ⊥ appears in any 

commitment or any zero-knowledge proof fails, then the protocol terminates without output. 

A. Solution description 

Specifically, the threshold digital signature is generated by the following steps: 

(a) Randomly select   𝜌𝑖 ∈ 𝑍𝑞  for each node  𝑃𝑖 , calculate  𝑢𝑖 = 𝐸(𝜌𝑖) ,  𝑣𝑖 =

𝜌𝑖 ×𝐸 𝛼 = 𝐸(𝜌𝑖𝑥𝑖) and  [𝐶1,𝑖, 𝐷1,𝑖] = 𝐶𝑜𝑚([𝑢𝑖 , 𝑣𝑖]) , and broadcast the value  𝐶𝑖 . 

(b) Note: 𝛼 = 𝐸(𝑥) = ∏ 𝛼𝑖
𝑛
𝑖=0 = ∏ 𝐸(𝑥𝑖)𝑛

𝑖=0 ,  it is given in the former section. 
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(c) Broadcast the value  𝐷1,𝑖  for each node  𝑃𝑖 , then everyone calculate the [𝑢𝑖 , 𝑣𝑖] =

𝑉𝑒𝑟(𝐶1,𝑖, 𝐷1,𝑖) through validating the algorithm; it is stated in the zero-knowledge proof 

∏   
(1,𝑖) that: there exists 𝜂 ∈ [−𝑞3, 𝑞3] , and 𝐷(𝑢𝑖) = 𝜂 , 𝐷(𝑣𝑖) = 𝜂𝐷(𝐸(𝑥)) ; the node 

works out 𝑢 = ⨁𝑖=1
𝑡+1𝑢𝑖 = 𝐸(𝜌) and 𝑣 = ⨁𝑖=1

𝑡+1𝑣𝑖 = 𝐸(𝜌𝑥), wherein 𝜌 = ∑ 𝜌𝑖
𝑡+1
𝑖=1  . 

(d) Randomly select 𝑘𝑖 ∈ 𝑍𝑞 and 𝑐𝑖 ∈ [−𝑞3, 𝑞3] for each node, calculate  𝑟𝑖 = g𝑘𝑖 , 𝑤𝑖 =

(𝑘𝑖 ×𝐸 𝑢)+𝐸𝐸(𝑐𝑖𝑞) = 𝐸(𝑘𝑖𝜌 + 𝑐𝑖𝑞)  and  [𝐶2,𝑖, 𝐷2,𝑖] = 𝐶𝑜𝑚(𝑟𝑖 , 𝑤𝑖) , and broadcast the 

value  𝐶2,𝑖 . 

(e) Broadcast value  𝐷2,𝑖 for each node  𝑃𝑖 , then everyone can calculate [𝑟𝑖 , 𝑤𝑖] =

𝑉𝑒𝑟(𝐶2,𝑖, 𝐷2,𝑖) through validation algorithm; it is stated in the zero-knowledge proof 

∏   
(2,𝑖)

 that: there exists 𝜂 ∈ [−𝑞3, 𝑞3], and g𝜂 = 𝑟𝑖 , 𝐷(𝑤𝑖) = 𝜂𝐷(𝑢) 𝑚𝑜𝑑 𝑞; the node 

works out 𝑤 = ⨁1
𝑡+1𝑤𝑖 = 𝐸(𝑘𝜌 + 𝑐𝑞), wherein 𝑘 = ∑ 𝑘𝑖

𝑡+1
𝑖=1  and 𝑐 = ∑ 𝑐𝑖

𝑡+1
𝑖=1 , and 

calculate 𝑅 = ∏ 𝑟𝑖 = g𝑘𝑡+1

1
 and  𝑟 = 𝐻′(𝑅) ∈ 𝑍𝑞. 

(f) First, all nodes work together to decrypt  𝑤  through the the distributed decryption 

protocol  ∏𝑇𝐷𝐸𝐶   in the threshold Paillier encryption scheme. 

The specific implementation process of the agreement  ∏𝑇𝐷𝐸𝐶   is as follows: 

⬧ For  1  j  k, the node  𝑃𝑗 works out ∏ 𝑐𝜎1,𝑗

𝑘
𝑖=1

 and obtains g𝜎𝑗 through decrypting 

ElGamal, and adopt  ∏EQ  for the zero-knowledge proof. 

⬧ For 1  j  k,the node  𝑃𝑗 works out 𝑐𝑗 = 𝑐2△𝑠𝑖 on ciphertext  𝑐 and broadcasts. 

⬧ Calculate 𝑐′ = ∏ 𝑐𝑖
2𝜆

0,𝑖
𝑆

 
𝑖∈𝑆  𝑚𝑜𝑑 𝑛𝑠+1  for each node, wherein 𝜆

0,𝑖
𝑆 =

𝛥 ∏  
−𝑖

𝑖−𝑖′
 

𝑖′∈𝑆\𝑖
∈ 𝑍. 

⬧ Calculate the final plaintext 𝑀 = (𝑐′ (4 △2)
−1

)  𝑚𝑜𝑑 𝑁 for each node. 

And then, calculate for each node: 

𝜎 = 𝜓 ×𝐸 [(𝑚 ×𝐸 𝑢)+𝐸(𝑟 ×𝐸 𝑣)] 

=  𝜓 ×𝐸 [𝐸(𝑚𝑝)+𝐸𝐸(𝑟𝜌𝑥)]    

     = (𝑘−1𝜌−1) ×𝐸 [𝐸(𝜌(𝑚 + 𝑥𝑟))] 

   = 𝐸(𝑘−1(𝑚 + 𝑥𝑟))                       

= 𝐸(𝑠)                                          
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Nodes call the distributed decryption protocol ∏𝑇𝐷𝐸𝐶 to decrypt ciphertext  𝜎 , then make 

𝑠 = 𝐷(𝜎) 𝑚𝑜𝑑 𝑞, and finally the node outputs (𝑟, 𝑠) as the signature of the message  𝑚. 

B. Correctness and security 

In terms of correctness, under normal circumstances, there are: 

① From the step （a）and （b）, it can be known that: 

for  𝑖 ∈ {1, . . . , 𝑡}, 𝑝𝑖 ∈$ 𝑍𝑞，𝑢𝑖 = 𝐸(𝑝𝑖)，𝑣𝑖 = 𝜌𝑖 ×𝐸 𝛼 = 𝐸(𝜌𝑖𝑥𝑖)； 

ad 𝑢 = ⨁𝑖=1
𝑡+1𝑢𝑖 = 𝐸(𝜌)； 𝑣 = ⨁𝑖=1

𝑡+1𝑣𝑖 = 𝐸(𝜌𝑥)，wherein  𝜌 = ∑ 𝜌𝑖
𝑡+1
𝑖=1  。 

② From the step （c）and（d）, it can be known that: 

For   𝑖 ∈ {1, . . . , 𝑡}，𝑘𝑖 ∈$ 𝑍𝑞，𝑐𝑖 ∈$ [−𝑞3, 𝑞3], 𝑟𝑖 = g𝑘𝑖  ，𝑤𝑖 = (𝑘𝑖 ×𝐸 𝑢)+𝐸𝐸(𝑐𝑖𝑞) =

𝐸(𝑘𝑖𝜌 + 𝑐𝑖𝑞)； 

And  ，𝑅 = ∏ 𝑟𝑖 = g𝑘𝑡+1
1 , wherein 𝑘 = ∑ 𝑘𝑖

𝑡+1
𝑖=1  ，𝑐 = ∑ 𝑐𝑖

𝑡+1
𝑖=1 ， 𝑟 = 𝐻′(𝑅) ∈ 𝑍𝑞 。 

③ Decrypt  𝑤 , obtain 𝑘𝑝 + 𝑐𝑞, and proceed modulo division on  𝑞 , obtain the 𝜂 = 𝑘𝜌 𝑚𝑜𝑑 𝑞 

and the inverse element 𝜓 = 𝜂−1 𝑚𝑜𝑑 𝑞. Thus, for the numerical summary  of the message, cal-

culate 𝜎 = 𝜓 ×𝐸 [(𝑚 ×𝐸 𝑢)+𝐸(𝑟 ×𝐸 𝑣)] through  𝑢 and  𝑣 .That is, Paillier encrypted cipher-

text for DSA signature (second component) 𝑠 . The distributed decryption protocol ∏𝑇𝐷𝐸𝐶  de-

crypts the ciphertext  𝜎 （𝑠 = 𝐷(𝜎) 𝑚𝑜𝑑 𝑞）, and the standard DSA signature can be obtained. 

 

The security of signature schemes is obvious and depends on: 

①  IND-CPA security of Paillier encryption scheme; 

Note: Assuming that 𝑋 = {𝑋𝑛}𝑛∈ℕ and  𝑌 = {𝑌𝑛}𝑛∈ℕ  are two collectivities, for any 

probabilistic polynomial time algorithm  𝐷  and all positive polynomials, the following formula 

is tenable for all 𝑛 which are large enough, then they are called indistinguishable in polynomial 

time. CPA (Chosen Plaintext Attack) is an attack mode against encryption scheme: the attacker 

chooses plaintext and obtains corresponding ciphertext produced by encryption service, 

expecting to use the obtained plaintext-ciphertext to threaten the security of cryptographic 

scheme. If an encryption scheme does not have an efficient algorithm to generate distinguishable 

ciphertext even under the chosen plaintext attack, then the signature scheme is called IND-CPA 

secure. 

②  EF-ACMA security of DSA signature scheme; 

Note: ACMA refers to Adaptively Chosen-Message Attack: An attacker can request the 

signer to sign any message the attacker needs at any time after he has obtained the signer's public 

key. EF(Existential Forgery) means giving a verifiable but not necessarily meaningful message 
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- signature pair.If a signature scheme does not have an efficient algorithm  to generate “existen-

tial forgery” even under adaptively chosen-message attack, then it is called EF-ACMA secure. 

③ The security of the used zero-knowledge proof protocol. 

 

1.5 Encryption scheme and algorithm for implementation 

A. Commitment Scheme 

Commitment scheme is a cryptographic primitive that allows the user to make a 

commitment to a selected value and keep it secret from others, and reveal the commitment value 

at a later time. The design of commitment schemes makes the promisor unable to change after 

the commitment, that is, the commitment scheme is binding, which have important applications 

in many cryptographic protocols, including the generation of security random number, zero-

knowledge proof and security computing. 

In the visual description of the commitment scheme, the sender puts the email containing 

the promise to the recipient in the password box and gives it to the recipient for safekeeping. 

The recipient can not open it because he has no unlock key. At the same time, because the 

password box is kept in the recipient's hands, the contents of the email can not be changed again 

by the sender. Only after a period of time, the sender chooses to release the unlock key, the 

promised contents of the e-mail will be displayed. Commitment schemes are conducted in two 

stages of interaction: the submission stage of choosing and formulating commitment values, and 

the disclosure stage of displaying and checking commitment values. According to the different 

cryptographic algorithms chosen to implement commitment scheme, it can be divided into: 

⬧ Use the symmetric cryptographic system's commitment scheme; 

⬧ Use the one-way function's commitment scheme; 

⬧ Use the commitment scheme of pseudo-random sequence generators. 

Here, we apply the commitment scheme in order to prevent malicious behavior of nodes in 

a network of mutual distrust. 

Commitment schemes are needed whenever the nodes need to share their intermediate 

computational values with the outside world. The specific operation is that the nodes first 

publicly send a commitment Com related to the secret value they master. When the secret value 

is finally disclosed, other nodes can verify whether the secret value is consistent with the 

commitment Com. Commitment schemes can avoid the interference of the secret value to the 

outside world before it is disclosed, and the promisor can not change the secret value. 
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In the DCRM scheme, through introducing the commitment scheme, we can detect the 

possible malicious behavior of the node, such as submitting the wrong secret value, or latently 

collecting the results of other nodes and then carrying out targeted cryptographic attacks. Com-

mitment schemes will be able to detect and restart the agreement before the loss is generated. 

B. Paillier encryption scheme 

Paillier encryption algorithm, named after Pascal Paillier in 1999, is a probabilistically 

asymmetric public key encryption algorithm. The difficult problem of its construction lies in 

the difficulty of calculating the 𝑛 residue. A prominent feature of Paillier encryption algorithm 

is the additive homomorphism of its probabilistic encryption, which means that given the 

ciphertext 𝑚1 and 𝑚2, the ciphertext of 𝑚1 + 𝑚2 can be calculated. This plays an important 

role in electronic voting and other applications. Paillier encryption algorithm has the following 

characteristics: 

⬧ Homomorphism addition in plaintext: 

The decryption of the product of two ciphertexts is the sum of their corresponding 

plaintexts. 

𝐷 (𝐸 (𝑚1, 𝑟1) ∗ 𝐸 (𝑚2, 𝑟2)  𝑚𝑜𝑑 𝑛2) = 𝑚1 + 𝑚2 𝑚𝑜𝑑 𝑛 

⬧ Homomorphism addition in ciphertexts: 

A plaintext Paillier becomes the power of another ciphertext after encryption, and the 

product of two plaintexts is obtained after decryption. 

𝐷 (𝐸 (𝑚1, 𝑟1)
𝑚2

 𝑚𝑜𝑑 𝑛2) = 𝑚1 ∗ 𝑚2 𝑚𝑜𝑑 𝑛 

𝐷 (𝐸 (𝑚2, 𝑟1)
𝑚1

 𝑚𝑜𝑑 𝑛2) = 𝑚1 ∗ 𝑚2 𝑚𝑜𝑑 𝑛 

More generally, the constant power of the ciphertext encrypted by a plaintext Paillier is 

the product of the plaintext and the constant after decryption. 

𝐷 (𝐸 (𝑚1, 𝑟1)
𝑘

 𝑚𝑜𝑑 𝑛2) = 𝑚1 ∗ 𝑘 𝑚𝑜𝑑 𝑛 

Given the ciphertext of two plaintext Paillier after encryption, there is no known method 

to calculate the corresponding ciphertext to the product of two plaintext without knowing the 

private key. 

Here, we use Paillier encryption scheme to ensure that the values that DCRM completes 

the distributed ECDSA signature process are calculated based on the encryption state, and it 

needs to rely on the participation of all nodes to complete the final signature decryption. 

 

 



FUSION FOUNDATION : DCRM YELLOW PAPER    7 

7  

C. ElGamal Encryption scheme  

 

In cryptography, ElGamal encryption algorithm is an asymmetric encryption algorithm 

based on Diffie-Hellman key exchange. It can be defined on any cyclic group 𝐺, and its security 

depends on the discrete logarithm difficult problem of the group 𝐺. 

ElGamal encryption system is usually used in hybrid encryption system. For example, we 

use symmetric encryption system to encrypt messages, and then use ElGamal encryption 

algorithm to pass private key. This is because, at the same level of security, ElGamal encryption, 

as an asymmetric cryptographic system, is usually slower than symmetric encryption. The pri-

vate key and the messages to be delivered of symmetric encryption algorithms are usually much 

shorter, so it's faster to use ElGamal encryption keys and then use symmetric encryption to 

encrypt messages of any length. 

Here, we mainly apply ElGamal encryption scheme to complete the  generation steps of 

Paillier distributed private key. 

 

D. Zero-Knowledge proof 

 

In cryptography, zero-knowledge proof is a practical and widely used protocol. It refers to 

the ability of the prover to convince the verifier that an assertion is correct without providing 

any useful information to the verifier. 

Zero-knowledge proof is essentially an agreement involving two or more parties, that is, a 

series of steps that two or more parties need to take to complete a task. The certifier proves to 

the verifier and makes him believe that he knows owns a certain message, but he can not disclose 

any information about the proven message to the verifier during the proof process. 

Zero-knowledge proof can be divided into interactive zero-knowledge proof and non-

interactive zero-knowledge proof, and zero-knowledge proof has different forms according to 

the content of proof. In this paper, we mainly apply non-interactive zero-knowledge to detect 

the possible malicious behavior of nodes in an unreliable network. For example, the intermediate 

results submitted by nodes are not based on the correct private key fragmentation. Before the 

nodes do evil, the agreement is restarted to ensure the safety of the entire DCRM link and avoid 

property loss. 
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1.6 Zero-knowledge proof for implementation 

Zero-knowledge proof is the most important part of threshold DSA signature scheme, 

which is introduced later to facilitate readers to understand the scheme as a whole. Generally, 

zero-knowledge proof includes two roles: Prover 𝑃 and Verifier 𝑉. 

A. Zero-knowledge proof  ∏1,𝑖  

Based on public parameters  𝑐1, 𝑐2, 𝑐3, , we construct zero-knowledge proof  ∏1,𝑖 and prove 

that if 𝜂 ∈ [−𝑞3, 𝑞3] ,then  𝐷(𝑐1) = 𝜂𝐷(𝑐2) and 𝐷(𝑐3) = 𝜂 . Wherein, 𝐷  is the Paillier 

decryption algorithm, 𝛤 ∈ 𝑍
𝑁2
∗   is the public key for Paillier encryption scheme,  𝑁  is the 

distributed generated RSA composite number in this scheme (the wave line is added here to 

make a symbolic difference). 

B. Zero-knowledge proof  ∏2,𝑖 

Based on public parameters  g, 𝑟, 𝑤,  , we construct zero-knowledge proof  ∏2,𝑖  and prove 

that if 𝜂1 ∈ [−𝑞3, 𝑞3] , 𝜂2 ∈ [−𝑞8, 𝑞8], then  𝑔
𝑛1 = 𝑟, 𝐷(𝑤) = 𝜂1𝐷(𝑢) + 𝑞𝜂2 . Wherein, 𝐷  is 

the Paillier decryption algorithm,  𝛤 ∈ 𝑍
𝑁2
∗   is the public key for Paillier encryption scheme,  𝑁  

is the distributed generated RSA composite number in this scheme (the wave line is added here 

to make a symbolic difference). 

C. Zero-knowledge proof  ∏𝐸𝑄 

Based on the public parameters  (𝑐, 𝑝𝑘, 𝐺, ℎ, ℎ′) and the private parameters (𝛼, 𝑟) of the 

certifier, for Elgamal encryption ENC, prove that there is the following relationship, ∃𝛼 ∃𝑟, 𝛼 ∈

𝑍𝑞 ∧ 𝑐 = 𝐸𝑁𝐶𝑝𝑘(𝛼; 𝑟) ∧ ℎ,  ℎ
′

∈ 𝐺 ∧ ℎ
′

= ℎ^𝛼 ， namely, 𝐸𝑁𝐶(𝑙𝑜𝑔ℎℎ
′

, 𝑟) = 𝑐 . We have 

constructed  ∏𝐸𝑄, and the concrete process is to repeat the following steps for  𝑙  times: 

⬧ The certifier randomly chooses  𝑠 ∈ 𝑍𝑞, 𝑟𝑠 ∈ 𝑍𝑞 (the digit of  𝑠  should be greater than 

that of 𝛼  to ensure privacy of 𝛼 ). 

⬧ Send 𝑐𝑠 = 𝐸𝑁𝐶𝑝𝑘(𝑠; 𝑟𝑠), ℎ𝑠 = ℎ𝑠 to the verifier; 

⬧ The verifier randomly selects the  bit  𝑏  and sends to the certifier. 

⬧ The certifier sends 𝑥 = 𝑠 + 𝑏𝛼, 𝑦 = 𝑟𝑠 + 𝑏𝑟  to the verifier. 

⬧ The verifier verifies the following equations: 

𝐸𝑁𝐶𝑝𝑘(𝑥; 𝑦) = 𝑐𝑏𝑐𝑠  ℎ𝑥 = ℎ′𝑏ℎ𝑠 

⬧ If they are valid for all  𝑙  times, the verification is passed (error probability is 2 −𝑙), 

otherwise the verification will fail. 
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II. Compatibility of coin type 

The goal of DCRM compatibility design is to be compatible with as many digital assets as 

possible controlled by encryption algorithms. At present, most of the encrypted currencies use 

ECDSA signature algorithms which are consistent with Bitcoin [N08] and Ethereum [V14], so 

supporting ECDSA signature algorithms is the primary goal. 

The control right of encrypted digital assets is embodied in the control right of private key. 

Take Bitcoin as an example, the essence of private key is a random number. Add the version 

number at the front of private key, and add the compression flag and additional check code at the 

back (after two SHA-256 [SHA256Wiki] operations, take the first four bytes of the hash result 

twice), and then encode it with Base58 to get the private key in WIF (Wallet import Format) format. 

The public key is generated by the private key through the elliptic curve encryption algorithm, and 

the bitcoin address is generated by the public key through the hash functions RIPEMD 

[RIPEMDWiki] and SHA. The parameter of ECDSA curve used in Bitcoin is Secp256k1 

[Secp256k1Wiki] and is defined in the High Efficiency Cryptography Standard. 

 

2.1 Ethereum Support 

The ECDSA elliptic curve digital signature algorithm and the Secp256k1 curve parameters are 

also used in the digital signature algorithm used in Ethereum. The public key addresses and 

transaction signatures generated by DCRM algorithm can meet the requirements of Ethereum. 

These specific processes include creating digital signatures, verifying signatures, transaction 

signatures, public key recovery and so on. 

A. Create digital signature 

In the ECDSA implementation of Ethereum, the signed "message" is a transaction, or more 

accurately, a Keccak256 hash of RLP-encoded data from the transaction. The signature private key 

is the private key. The result is signature: 

𝑆𝑖𝑔 =  𝐹𝑠𝑖𝑔 (𝐹𝑘𝑒𝑐𝑐𝑎𝑘256(𝑚), 𝑘) 

Wherein: 

⬧ 𝑘 is the signature private key. 

⬧ 𝑚 is a RLP encoded transaction. 

⬧ Fkeccak256 is Keccak256 hash function. 

⬧ Fsig is a signature algorithm. 

⬧ 𝑆𝑖𝑔 is the resulting signature. 
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The function Fsig generates a signature Sig consisting of three values, commonly called 𝑟, 𝑠 

and 𝑣: 

𝑆𝑖𝑔 = （𝑟，𝑠，𝑣） 

The core of DCRM algorithm is that the transaction hash is signed by the decentralized 

multiple private keys. The signature results 𝑟, 𝑠 and 𝑣 can meet the signature criteria of Ethereum, 

and are verified by miners and then packaged for transaction. 

B. Signature verification  

The signature verification algorithm receives the message (that is, the hash of the transaction 

we use), the signer's public key and signature (𝑟 and 𝑠 values), and returns true if the signature is 

valid for this message and the public key. 

C. Transaction signature 

To generate a valid transaction, the initiator shall use the elliptic curve digital signature 

algorithm to digitally sign the transaction content. When we say "signing a transaction," we actually 

mean "signing the Keccak256 hash of RLP serialized transaction data". The signature is applied to 

the hash of transaction data instead of the transaction itself. 

To sign a transaction in the Ethereum, the initiator shall: 

a) create a transaction data structure with nine fields: nonce, gasPrice, gasLimit, to, value, data, 

chainID, 0, 0 

b) generate RLP encoded serialized messages for transaction data structures 

c) calculate the Keccak256 hash value of this serialized message 

d) compute the ECDSA signature and use the private key to sign the hash 

e) append the 𝑣, 𝑟 and 𝑠 values of the ECDSA signature to the transaction 

A. Public key recovery 

The transaction structure of Ethereum does not contain any "coming from" fields. This is 

because the public key of the initiator can be calculated directly from the ECDSA signature. After 

obtaining the public key, the address can be calculated. The process of restoring the public key of 

the signer is called public key recovery. 

Given the values 𝑟 and 𝑠 calculated in ECDSA, we can calculate two possible public keys. 

First, we calculate the two elliptic curve points 𝑅 and 𝑅′ from the 𝑟 value of X coordinate in the 

signature. There are two points, because the elliptic curve is symmetrical on the X axis, for any 

value 𝑥, there are two possible points on the curve on both sides of the X axis. From 𝑟, we also 

calculate 𝑟−1, which is a multiplication inverse of 𝑟. Finally, we calculate 𝑧, which means 

"Keccak256 hash that signs RLP serialized transaction data". 

So the two possible public keys are: 
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𝐾1 = 𝑟−1(𝑠𝑅 − 𝑧𝐺) 

and 

𝐾2 = 𝑟−1(𝑠𝑅′ − 𝑧𝐺) 

Wherein： 

∗ 𝐾1 and 𝐾2 are two possibilities for the public key of signer. 

 

*  𝑟−1 is a multiplication inverse of the signed 𝑟 value. 

 

∗  𝑠 is the value of the signature. 

 

*  𝑅 and 𝑅′ are two possibilities for the temporary public key 𝑄. 

 

∗  𝑧 refers to "Keccak256 hash that signs RLP serialized transaction data". 

 

∗  𝐺 is the generating point of elliptic curve. 

 

To improve efficiency, the transaction signature includes the prefix 𝑣, which tells us which of 

the two possible 𝑅 values is the temporary public key. 

The signature result of the DCRM algorithm includes the 𝑣 value needed to restore the public 

key. 

2.2 Bitcoin support 

The signature algorithm of Bitcoin is the same as that of Ethereum. In the implementation of the 

ECDSA algorithm of Bitcoin, the signed "message" is the transaction, specifically the SIGHASH of 

a specific subset of data in the transaction. The signature private key is the user's private key and 

the result is signature: 

𝑆𝑖𝑔 =  𝐹𝑠𝑖𝑔(𝐹ℎ𝑎𝑠ℎ(𝑚), 𝑑𝐴) 

Wherein： 

⬧ 𝑑𝐴 is the signature private key. 

⬧ 𝑚 is transaction (or part of it). 

⬧ Fhash is a hash function. 

⬧ Fsig is a signature algorithm.      

⬧ 𝑆𝑖𝑔  is a result signature. 

The function Fsig generates a signature 𝑆𝑖𝑔 consisting of two values, commonly called 𝑟 and 𝑠: 

𝑆𝑖𝑔 =  (𝑟, 𝑠) 

The signature result is a serialized byte stream, which adopts the international standard coding 

scheme of Distinguished Encoding Rules. 

The difference between the signature process of Bitcoin and Ethereum is that the hash algorithm 

adopted by Bitcoin is sha256, and the Bitcoin does not need to use the 𝑣 value used to recover the 

public key in the signature result. 
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2.3 Other encryption currency support 

Standardized signature algorithms facilitate DCRM compatibility. The current version of 

DCRM supports all currencies that use the same ECDSA signature algorithm as Bitcoin, which 

contains almost 80% of the current digital currency. Ed25519, Schnorr and other new signature 

algorithms are also being adopted, and DCRM will research and support in the next stage. 

 

III. Protocol implementation 

3.1 DCRM node grouping protocol implementation 

DCRM algorithm runs in the P2P network [P2PWiki] environment of FUSION through the 

network protocol. Specifically, m nodes are randomly selected in the super-node network composed 

of n nodes to form a fixed group of m nodes to complete the DCRM algorithm. Supernodes running 

the DCRM protocol will benefit, but only if a certain number of tokens are mortgaged, with a fixed 

IP address and the stable 7x24 operation. 

Fig. 1 Network topological graph 
 

After the DCRM protocol group completes the construction, it can carry out the DCRM protocol 

initialization and distributed signature and other major functions. 

3.2 DCRM initialization protocol implementation 

In the initialization stage, the private key fragmentation and the generation of public key and 

address are completed. 

First, DCRM initiates distributed private key generation according to user request, and each 

node independently generates private key fragments. Then, according to the specifications of the 

target blockchain, each node carries out distributed calculation based on private key fragments, and 

generates a valid public key and address on the target blockchain. This process is called initialization 

stage. 

Node 1 Node 2

Node 3 Node n

New node 1

New node 2
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In the whole process, there is no transfer of private key fragments and splicing of private key. 

The specific implementation process is as follows: 

 

 

3.3 DCRM distributed signature protocol implementation 

At the signature stage, complete the effective signature of assets transactions on the relevant 

accounts. 

ECDSA is a complex signature process where nonlinear computation is introduced. Therefore, 

the distributed ECDSA signature is implemented in DCRM through adopting complex and secure 

group signature technology, and cryptographic algorithms such as ElGamal, Paillier homomorphism 

algorithm, commitment algorithm, zero knowledge verification are used to ensure the security and 

effectiveness of the whole process. The specific implementation process is as follows: 



FUSION FOUNDATION : DCRM YELLOW PAPER    14 

14   



FUSION FOUNDATION : DCRM YELLOW PAPER    15 

15  

 

 IV. RPC interface 
The core functions of DCRM include generating public keys and addresses and completing 

distributed signatures, which are provided by the super nodes in the chain through RPC services. 

Wallet and other applications can use the RPC interface to complete the Lock-in and Lock-out 

functions of assets. 

JSON-RPC is a stateless and lightweight remote procedure call (RPC) protocol. The 

specification mainly defines several data structures and the treatment rules around them. It has 

nothing to do with transport, because these contents can be used in the same process, through sockets, 

through HTTP, or in many different message-conveying environments. It uses JSON (RFC 4627) as 

data format. JSON is a lightweight data interchange format that represents numbers, strings, ordered 

value sequences, and a collection of name / value pairs. 

The completion of DCRM's transaction signature means asset transfer Lock-out, and the caller's 

ownership of the asset shall be confirmed when using RPC interface. 

 

4.1 Interface of application for public key address  

Interface of application for public key address： 

fsn_dcrmReqAddress(user.publicKey,CoinType) 

A.  Functional description 

According to the terminal request, complete the user registration and the generation of 

distributed private key fragments, public key and address, bind the generated address to the user's 

identity, and return the generated address to the user. 

The address is the Lock-in address of the cross linked asset based on DCRM technology. 

Transfer the corresponding assets to the address, that is, perform the Lock-in operation. 

B.  Input parameters 

user.publicKey: the public key generated by the user locally in the public private key pair that 

represents the user identity. For the DCRM function provided by FSUION in the future, user. 

publicKey is the public key corresponding to the user-generated FUSION account. 

The public key of the user identity completes the verification of the Lock-in account and the 

ownership of the asset when the user initiates Lock-out in the future. 

CoinType: the type of the crypto-asset which the user select. 

C. Return value 

CoinType: the type of the crypto-asset. 

dcrm.address: the address on the target blockchain generated by DCRM in a distributed manner. 
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dcrm.publicKey: the public key on the target blockchain generated by DCRM in a distributed 

manner. 

We plan to return the public key instead of the address in the future. With this public key, the 

user can generate the corresponding addresses on each target blockchain supported by DCRM, such 

as the addresses of Bitcoin and Ethereum. This address is the user's Lock-in address.  

RPC call flow chart of fsn_dcrmReqAddress(user.PublicKey,CoinType) interface 

 

 

4.2 Interface of application for distributed signature  

Interface of application for distributed signature： 

fsn_dcrmSign(sig, transactionHash, dcrm.address,CoinType) 

A. Functional description 

According to the terminal request, the external transfer transaction initiated by cross-chain 

assets managed and controlled by DCRM is signed. 

During the calling process of this interface, the terminal is required to submit the signature of 

the transaction outgoing address with the user's identity private key to verify that the request has 

ownership of the address. 
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B. Input parameters 

sig: use the value of user identity private key to transactionHash signature. It is a string of 

signature  (r, s) generated by this signature. 

Verification of sig values is used to verify the ownership of addresses in transactions. 

transactionHash: the Hash value of the transaction to be signed. 

dcrm.address: the transaction outgoing address. 

CoinType: the type of the crypto-asset which the user select. 

C. Return value 

dcrm.sig: Return a transaction signature generated by DCRM in a distributed manner for the 

transaction when the input parameter Sig passes the verification. It is a string of signature (r, s, v) 

generated by DCRM signature. 

error: Return error messages that do not have permission to operate on the address in the event 

of failure to verify the input parameter Sig. 

D.RPC calling flow chart of fsn_dcrmSign(sig, transactionHash, dcrm.address,CoinType) 

interface 
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